Mybatis

# Mybatis介绍

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUcAAABUCAIAAACeHmK9AAAAAXNSR0IArs4c6QAAKApJREFUeF7tnQl8lMXdx9mcQiABcpEAgQQEIYjIoWK9+ah4QQ9vq7ZYq2g9WvXtq6jVVsWqrcJHi1qtbd964H0galG0XkAVkKKA3Ec4wxFACBBC3u/uf3cy++xzzB5JNmXng+vm2Xlm5plnfvO//+NraGhok9Bi26DP50toJ6nGUjOQmgHHGfAlENWeTaWwnVqJqRlohhlIS1QfnpCmI5M6iRpPqp3UDBy0M5AYWi1wVZ/qC8RZCr/qnwftdKcePDUDzTADCUC1DuYDoSIXBdJpoaJz4CluvBnebqqLg3MGokC1zj/rmJTrAuf9+/fXhwrXBdLp6ekZGRl8UhTp1qc7hfCDc/GlnrqJZsAD1eaSsGC5rq5u3759fPrLnDnpgwYJpCmZmZmCbYG6hTNXLHoTPWeq2dQMHDwz4IZqBWnLl0gJmQoQavBM2bt3b+2mTXvuvbf+xRd9b7+dXlEhkM7KyuITVAv1Vmy5LcIPnheQetLUDCR8BhxRrUvLfFdFl5YVveVXCDV43rNnT+2OHTuHDm3Yto2adVddVX/llYBZR7Ww4lIUzgXkKYqd8BecavAgnAEPy5YQYcVag1sKBBn5WURofpVZE9j7K6elNXTrJhfTX321dvv2XYHynVZ27tzJX7W1tewCtCbt6Ir0g/BNpB45NQOJmoH0u+66y6UtpQMTSVnwrINQyLVAmp+oA+zramt9n3ziJ7y7d/sWLtybl1fHbzt31tXX7ztwQO0LgmRdT25r/TKX7VOkPlHLItVOq54BNw5c+GoBs0Bx3/r19R99lHneecJRS0FsBo3CgUN+/WR5y5a0H/wgbd26yKlpyMho6Nz5QGnpgf7925x7btt+/XJyctq1a3fIIYfQlFKS2yLZVrxXXUQq0lOq9Va9NFODj3kGPFANiRWs+stLL9Xfe2+b2tq6997LLCgAh1IEjRBe8O+XqwPArv3227QnnkhfssRXW9umvj5j+3bf/v2WUTZkZtZNmtTuuOM6dOgAtmmKzcLWZqakep1RV4RdUfugy0vI70W6S2E75sWRurGVzoAHqgEqKN29e/d3K1bUHXecPOSuK6+su/zytm3bCpnlC2gUwg45B9jUlyIUXrj3+pqaA5s2Za1alT9nTvGcOdLU3tGj0+66q2PHjgCbptgg0JnpBnARAWiZ/UW+ROrtlF5dKeGUXl1BOoXtVrpAU8OOYQa85eogufb5Dnz0ka+6mj7Sly3beuqpB0KWZ9FdC9hE5D6wbVvD/Plpc+dmLFyYsWRJ+oYNB3bt2p2dXZOVtbVTp7X9++dUV+du3OhHdXk5mwVgzs7OFn04FxWMg3aywLbi31m++060bqJ+44ro20TlJnuH7AIWBj7lrBrDykjd0npnwJtWgxlU1tu3b6/94IO2N9wgj1ozatTOsWPbt2+fm5srzLOfCV+9es9rr+2dMuXAN9+Acuuk+Hw7SkqWDBu2uLKy34wZgz78kAo7Tj1137hxBQUFnTp1ojXgzUUlzAuqGUBQqg9AV9fVKcc1kfNFImCDELlAZH6xmaWA3XrXaGrk0c6At1wNqCCPO3bsqNm2LXvMmKxFi6SPrZddVnfppR3y8tqDqJkz97/wwv6PPwbMvqIiX2lpm4wMP8Vet84vV4eXhYcfvisnZ+jMmVzefOaZe66/vqioCFTDhANOKK3Yz4Tz1z+3VFdv3bwZYg3WqQZikQFyO3bsXFCAFCAFNp7dgU8RDRQLIHo4ekyx4tEukVT9VjcDHl4own6DLsh1TU3Nnpkz866/3heyUR/IzW3TqVNaVZUPRdfIkdkjR2Yee6wPFXfAIVysXLs3btw7f36b997L/ec/00IKs8W9evVZtozJWn/66bvGji0uLgbV4BCgchfdCadNpxvWr180f/7qFSuqN2xAtvYrwgSagS9KT9a5sLC0R4/yPn3yCwpgH/Ly8tgjgDdFqLci2ilgt7o1mhpwtDPggWrRbItaG4xRGiZPbv/ww4rBPjB0aOYFF7QbNSorN1e0VkowFuWZ7Ahbt26tnT27z913p9XXU2Fn27YdAjR83XHHbb7mGmg1CjNIK1cUw7/w66+/+OyzdWvWRMJYQVoob1D13aYNvXft2bNy8OCSbt3YJigCb/YLIdrN5sE2ffr0ESNGRPUynn766TFjxlhuGT169JtvvhlVO0uWLOndu3dUt8RQ+Xvf+97nn38e1Y2HHXYY9ZmWXr16HXvssQMHDpQ33krL0qVLDz30UJPBR+VwYdKgZx0PP3DdFVRptuuXL0//4gtfdnbasGGZvXoJMRT7lqBagK12BLh3UL1x48biP/6x+Msv+dXvehIQvDdUVi697rrCwkIILC2wEbB9rFm16v2pU6tWrdIJsqDXAmNlylL0m2p4mfeurBw4dGhRcXF+fn7nzp1F+FfceIjSe05O7BViQPXdd9995513Wrrs27fv4sWLoxoHqw3YRHVLDJVjQHVkLz/84Q/vv/9+Q2zEMMgmvSWZUe3hMSoAgH0FElA86J6f+g0YcMjll2dfeOEhffoo5lZ5jMpUSqiWaLBE3OVzd0WF/CqQprRfu3bbtm2bN28G8+vWQZjXfPDuu399/PE1K1f62YHALhc0ZUlWBknPIBfVF2ktVB/z15L5899/441lS5bQLI2zrbAlKdfUQN0EZ2uLfwHNCVn7VFNwSdFCOv5hNGcLr776ap8+fe655x6etDn7/a/vyw3VIsNCfiXoCnwKsCF9IrUCVLEwC7MtWi6/x2hAUw1yJH4D5AuwfQUFlgltX1NTt2zZhg0bgPTKlStfnzz54w8+QH5WoLWFcZD/V7DXQK5Eg+1bt/5r6tTFixZt2rQJTgEpAN5emb6SENiLQmpINUWrVq36r19/POAdd9xx8803HwxP2mzP6J23DGwLsIXwAk64WfE/Aa7iVQakkb1F8IYwUiR4A4QDb0Xt91VWwntbng2PFCC9Yvnyd19/fSUqNJ0ah2i1gnEYiQ7QaiHRgtLgr8H/t8EhZsa0acuXLt2yZQuWOXh72XEiDdrNNt0uHX377bcMUq+wevXqZBhYM4xh4sSJf/7zn5uhI9sudJdEp+83hGy6LTXIqPr15sBpToCtCK8w1WIN5tcVK1ZAZ1iRkMTq6mpooxSwBHcNwoG3sFj7Cwu3HHmkZXwDFyzYv3Rp9ylTBq1cWblrV1FdHc5liuRaYOy/NxLGOkcdzpnjwg6w165Zw0jYceDDFR+RhOQaeUGfHJiXqN5lq67885//fFnALJKcpXUZRI1otQ5sPasJCAIks2fPHjVq1BVjxvzf3//+9ddfIxtTqqqq1q5du379enAOoiDdMMDQ7WWnnWYh1x327Ll++vRRVVVXbtz4v1VVDy1f/tTixQ8tW3bL6tWXrV9/xpYtQ3bsKKutbYfyXFFjC4zDxe9GgTxQDcf0zz/4YMvmzew7oJphiPNpEorWFpabbTE5l3gTjeqZZ55popYPtmY9LFtO0yF2bPFOee2118aNG4f62/8vPb2srAwbRp++fbuXlSkvcbY6uHTqs1IrXn653xdfxDDRtenpWzMzazIzt2dm7szI2JWRwZW96el1CPZpaQdwIA9sP+wauJJB8Nmx+Ac7kd7Q0GP48K6jR3ft2hV9Owo/8V1vujwNMejAGTtc6M9+9jM1M9dcc82kSZOinahWpAO3PBoCHfwU7yXaR46zvgkdhgN/5JFH4uyo2W63R7UnHQPVIkjDdX/yySfXX3+9QrVgm0/0aT3Lyyt69y6vqMAvRJzG/IL3pk2jJ08uqqlpiodcnJn5VXb2KbW1BQHDuCr7MzMXPPRQ8YABeLxg7kLVJ0qBJrJyxYZqy9KJzXrUelHNy/rqq6+OOOKIplgYLm3+96HahgMXSCtLlaQZVMlP5E8xR4sPGT4ktlMGu4sKetrUqU9PmvS3J598/513Fsyfj9i9dffuZ4YM2dYEW/KW9PTb8/Ofys29rLh4YseOO0LGc4aHz1r+m2+Kzkwpwz03r2ZeXv/5z3/0HqN182jm0Zp0x+7GJCOFYY03qR9pCLC9Cw7xX//616233tqvXz+YL13FBTvGxWuvvRYWEtHPpNOWrcMgGeovfvELhg0XqT8LV0477bSHH36YzS4q458V1TqkBcwSXCmB01L0cAt+RdKGALpPzfaamiWLFuEr9vn06Uu+/nrZjh2Pd++e8NnMr69/ePPmi3ftatvQMKVduyuKiqZr3ktFn376XXW1KOclqYt62ISPJLYGdRijg4ytEbnrhRdecFftXnrppZHtwyy434WiPoZREb2Dg82AAQM87/Vsf/ny5T/60Y9Y/SeddBIeLOwC+CPozWJP4eKf/vQnXFxwQKqsrPzoo488+42hAjyRifLchRFgYCeeeCKDZKiPPfYYw2a30kfClWnTpv3qV7868sgj4S6vu+46lNAmQ7XXlrHchQ4LpMVdlC6hdWK44k8JhxSc9zZ3ZmpowK18z44dX9bXv5KXZzJEwzq+zMyCm28+ce7cBzZsmDFv3k9+8hNk7/s7dbqvU6ddAaKduXdv9owZoFo8UpJQZ4aEgulenhf6ZvjgttX6k2rGtdj6t3wZ8PxzKTj2xjyqyy67zPNeBDqnOhCr2267Dbc5fFc821EVFixYcPLJJ59//vmRqke1hZm0NmHCBIVh8Gxyi0sdwInPLAP7mIAos8KKffTRRyGfjMSTbjuiWsIhWWdAFxjDJzAvLDUpYrUC5AJvJGezsQVqNTTABLNxPJeX91wcqySsR5+v+0svFT/4YPaAAfUZGbPnzSsvL0fzBJX4qG3bawoLFwRiPDvMmSMDFnItrjKBEYkFreUL5gMZhIJ3bGPCy1rCWp3Kv//9b8/FEXmvJ1Pm0iNu+Z7P4mTMY70dffTR48eP92zBtsJLL700aNAgQ0Ln2YWJHO7SCPzIkCFDZsyY4dmRbYUbb7zxkksucX939nI1S1xQDQA+/fRTMVCxzviCvYoCn8OfXGRzBdvonzBiG46SFAfBlCZt2kCuJxQU7Iv7HNycESM6jB7NANiAzjnnnMsvv/w3v/nNyy+/jFiC3LU+Pf2f7drxa8clSxit5F1QPnBwJTLyZAC2AjOTbDifTtVGjhzp3kKkl4s7rUZ7F8+QTKbXwk5Ld0AaTM6dOzee3jG1gqUYNrJ4Oo28lwGce+65DCaeZtmk3L3x3Gi1sN+4ByDDsD3ccfvtjz36KC2+P23anNmz8Rlg5bEKmXSw1N1MTiZBKakPdBfuj3NyxnXpsj4+5VnbwYNlmjAOKZ3Tr3/96wcffPCpp5669sQTbwio3HOJ2a6qEncUyaBi4cNNVl4878PzXiVYGuqNXBqMAdVMiEuDza+dlsFAneKEgbRDI/fdd5/nK2jSCpMnT8anI/4u8MZDE+nUjrdcTVgfax3i/OXs2f+cNm3y888/+cQTvx8//q7bb//9vfc+8+ST77z11hzsz/X1/mQFgcAo8o/YHkKP5wdI0t08GRaNL8/KuqWk5J3c3JiZ4P0hlYkuLk6dOhVvLSSrjR06pIXY0bS1a3UmXHRmLQ5m9XrUluQp4nquDE/R2uLL5amfi4f99hytUwU0iP/4xz9ivt1yIzy8xS03US0bthODA4JTyw899FB0qJbarHUWPcyP+tOvRRMQBL5A7kilsGnjRrhz9Gl5OTmdcnMLOnbEIlxaWNglP5/v5BnMwb2U5KFkKdu3L3h7RLjVHp/v6c6dx5WWLs3ONpwgvdp3pFXavZsrGAPUdYwfgwcPxv6xpro6PT9frvs2bxaFmbipS3rz5AG2otXxo5ooTveZtCjMmAf3+qWkuGniUhGhoIG4uffJXgPJ4Q3CRXqOjjc+a9Ysz2pNVAHG1tNaiQ5PPKyhxu7DeOedd5x2KHtarftmDB8+XLWu8ByCdgDkAe9LHfDyJ44ogJlM3x3bty/s2LGkoKB7IJURIPdT8gB91GMqubIkK+u20tIJRUVro2TI96MJufVWWkX1Hbn4BpaV1YdMAvNmzmTvf/vtt9Fktqwm3Jb0iRKL12/LDHsCVV8HXbp0GTZsmMvKsGwcLvpnaSTOsG2w54kWxmypg4nO/S5U6yUlJdRBXiWu07MLbGOedZqogkm4zm9/+1tUVFiLzz77bM9h2KohuMsR1SrRX8+ePVVcexiYNaLtfl1AT2eAnAwGPUtKDuvZs2tRERkDI7FNzc9ycm7u1u3h4uKlxho4Gt8yceLG226DNUBJdtRRR6kZQcdzMRnUQoSIDQWdH8z5TTfdhMEDUqA04Z6TmNgKThwynLAlzEP6RbhBpR/VGDCHutRHNtF/hYVxbxydaFS9WypHBpBHtoZCS7/IVHgqrnUke6oSaFwpLDARmfNokFC1yGPe3WBsPSeQMGepgxHHszJKX9s6NqgWQg2q5dQ7FhNaZblZPZiFMiu23Ok6FXTWHTKen5fXr2fPim7dBNuNjQd6gRecmZNze2npuG7dpufm1mpeYi6Punn8+GXDhnWcMeOVv/0NE/9f//rXtyZM+GNWVt3f/67u2hvQt7NPoSfnvbLBx2mo8Jx6pwpnnnmm7U/oIG1RPZQzCaM0vx1//PEuw6MX3X7miR+14KJ9ZJSpGJlNUjUdF8o5L12YEDd9MO7GPKlpceCL9lniqZ/wgHmn+B9HWi1xlzADhFKzOIjZkOfxBLAJ4FUjMOcDKipgzhvXazhnviw7+8+FhWPLyyeUlMxq336PF7z3zJ1bddFFi8iIeMIJ3c8/P/u887Y/+6z+JnZlZp5++ulXXHEFn/DATecK7vn60TnYcsgosWxfPypok1Wr9+vJsSvzOHehRHQfM1yb50NZKpxyyilsmriC4RDmeS9epfh76tU8RX1LmyYcuLue33OQraKCFdVCuPjUUc36g7LJ85iA1qSOot602b24+NCyMjoOcuoR8dUQ2Fk5ORNLSsb26vVg167vd+y4wdXFAn57PzlJ7Rie9T7fu+++i/7wvffeY9Go/IQt8rZsUYfl4xsSqkcU9iB8S6IaJ+27bwQ6rXbnD3WhJqoxGFYeO3YsrmOWyk0Rcd3iJmv3CUmI2O8mVytaDeuFZ49yQjABbbR1YMh7ByzeAmyVriy4kcjFhgbMqfNycv5WXPw/5eU39O79WNeu7+Tnf9O+PRGa7lYxwjMJ4VzcoUNWWdkJJ5wA442/Hs8lGRRbigmPVA7xvCix5s2bF/nuY1NBoztwWUa637W7TVg0Uk1RIONsZHhuSxKOpi7oI5u6C6f2TZaZp+rbZPD2crWFXONZDrnGAVOc/kS6TggrrrfjN4l17hwGY0W9A736P7RMRtvS0//docPkoqKHyspuOvTQq/v3/98+fcZXVEwoL5/Uo8cTPXpM6tlzYq9ev+/T547KyhuPOOL2gQMf69fv9LPOQqBFfkOmUOmEmyge0/MF2HKMn332mUWPJe3EpqTB39hlGLqN2l0HHgP77fn4f/jDH/A7RrtJDIZnZZMKSZ680Sm6UX80dD1IIsJQ6Gos2+9QJttpccyFotKVsfQRrSFr3bp1I8CN6+4a73gAX15aCvEMUl3nHKPBBw4n6UxDdWbmsnbt5ufkzMnNnZ2X91Ve3oL27Ve2a7clK4vzARgYZ32QR1FPpSjZ/9UmarKbmiwvwzo9evSwrWmruLLInIZdWLTKlrt045Y772cScWU4JFUNMwR0Qmh1tPfa1k9yVDu9bsuzcKQ8rHE8rLgjB67INYIZmUNAAi/gmGOOueiii/hJV2jr3+MEPAAryc8PNqKSDQYe2pYzDyPgIZDLHDU2It8CFzm+R0FapQdvQQ48Km8tCb6NdvW7K8x0dtRd4DRckdEOj/qoxw8//HDk6jglXuKfTNTsMYwwUbdgyzTUd+L0Dmt28cUXexomoqPVUlus1gwFcs2qwmJ53nnn4RYOaGw5cIsFKwaQF4YieyywFKTa2redcowGwa2R9E6FhZIdVY7Xa1lCzfCYUvMVwxbQaCkwvo0u3H1RlEbqC9e0U/HEYJoM9vHHH8cqYQH2lVde6cmFIhhC6rHMuxvnTcbQ1HVQVP34xz827+X555/npRNWHW1YrhsHrsi1WK2RriHXhECxrQ4eMsSE044B5Bx4lwETrgyzuvJMUW+LfVsPtwpXtoWlFm7TprR7dzlbD1TLwbotxXvLqzUXVuOJlzrrrLNcVpLYhD3pJMH95ssxtpoffvjhK6+8Yn4vnpXQeWRySL15oLJ5+01R86qrroq2WcKqEcgxEJjTbbcco7qVS/hwUZvRB4nKBpDc20xnFhXFpjIkVNeKeacKDmnIg5y2wxEf/pwtJSW2hDoGzjbad+NU312bpe6KdJA2HwCZNFwqS0izp4NEbLo64orYL9DJoQQyGTAipUk1zhKDgrEUkcltNYsmjbRIHQyEYCeGrolLISySkETP/ZfG3VAtfSu1GcCWszuYTT/FvuYa9kgTYFt5dTu/cV04JwjERWBuzB+sCcz29UMn9QjaC7t0kfNG5BShJDn71hCutjYww8XhrmFeuHChZzue3iwuLTDVsCQsZRPmE0ubrVVP2mdB4zLI42A7gIK1Un8SfCUQYz3nPLICz0tYNIo0T5c7b1QLsJVfipz5DrzRip93/vlEdAEYTytXGCuuqewjbySnAVFUQqttBWalIdfN2nr9RtiHG8bKKirk4Fu2J5U2OIbJTewthudXmnhNOQ0MMutiUxE1uPtCic1UbhmPIVfiFFhOiBLDwJYTP3Fu2eMTWHvPPvusIVcS+U5RpOHv7B77ZYRqi8ZCqLeUIUOHYvh1pNiSTT9UTDTnVZs22ejJeDhngdkJxsFbQiS9/NBDIdSC6pZ1PpFXJTytIWDiVEGTE8YJ8yYgidanzbYvQyeTyISE7DjsCHgZOIUoqe4MtY/ROqImdh+nNYBNrh4ihQ0HbBkARBtXXG53GpgjqhV760fsAc6ZDKYxI0JVpRmFI1rwzTdrAuoWf6VIALt6mEainWxJ/AuO1QXGFkOX3BBp35aLgVJUUlJYVCTst64na0GJWse257oRGxguA541bSvgTud0o8R4uPtmytHTzVMszjAMDEHPJMsXMZsuiQSaZ/BR9cJLIXyQ+P+o7pLKwBCJxknGdsxbFkCEP3uZZBpVB9PjLYw/EFPPxvnG66/PmjlTavp57EAx141ZNOS79+5dWlVlqyeTLiI9SS3UOKjxDmI8MJAQt1/Rt68cJKL7k8Uwmwm/xdC3ROKlYjYvuScn8lSumiQSTPjMSIPkJLLk07XtCLXcBRdcEHjhramwIHlAdi5D8UR/Njx8nUwGYai2pc8qczBgxm4mWzsqlokTJhDUFhRoA735j6FnF4gG2Ip1J8n4t6tWIVHb6r2Cb8v1aFtbvl2AjaTQt39/LNU6+82AW5xQMwZDHszcBma7qN3VXSjA3b2yTFwdEwUmXegl18df/vIXz5bRDDv5TnremwwV0JjiJoxHULSGBqeUEkFUO+GZTEAE6DG5cnA8DAM7xNtTpjzwwAN8j1RHQ6/hCkhO5td4BYqnIo06NTt3AmlU34q6Bjnn0LAsKVOsJDpIlf0vyJakdy8v7xzIgira7xZ0JotcQybKbRUvFfM2JGnxnVYwEd3u+mQVh9sMGNCFZ8+k/4wH2YQEOM0wsKbuAmchiOWTTz7JKjXs64033rCtySFzAoQAFx2QnyW1KHgmOQb8NpHZcmo8sbg48XA+yPMvvMAJ9MHbAnf6PzRE0Qg5wUgOtofzqx0UZgJ48L96w4YV69b5qXSghMEydMmD0w53CJdW9CFVDhok7HekP5nh9DVpNU/uS8VLxcNhuqB6/vz57rkE4tTVxTx7JslDMFkb6uFiHkaz3YjGB3c6tIPil21SbBUiflrNWtHlZ6HPTCi7JhKX0GeYtNdff/13v/udP/Q3XMS1t0K1aQOewTZ0mDOs/cdbBTLrQ5BBMiJ0zY4dazZuXFZVVfPdd/EIzEEMOw+pc0FBWXm5xfmEu2KmeyZzHVUdz4y8cbLfMhgXXxRMxC60GmLYUrDx9I3hudClRTXbLVjZ5BAf6iDvPPfcc0502DJ+20i7NFFuW/RhOr/NzgHTj2sLojmaN0XZ3R1FdOoKHQbeGKK31NRs3Lp1XXU1/zbV1IDzRuKjwzIyrkN+1TjtsJ0l3JPUYugaMHgwnjOhpMb+022TB8/yhjxjPBISL+VineL9upwyY2hRbym0tNSO00TPqxYnZ8Kb+O3YZptLk2N3hD6jDxM8w29Dn8EzJ84Txo0fjx5SrzPJVgFYk4SVVUmuhcHSovcKyQC2bifB6YugxmLKEl7Dlm/nYm6nTodVVipU6y5lTfRWYmjW84AET9ibdArBd1F6uajByZdm0r5nHRN2mkYS1Z3neJK/gos90n3waUKlBdKouOG3kZ/BMy5HnNOHVswp9tVeAA70ZgNjuRoufttamO2ptwX24eJ3I+y1vUNMHEcedRQ2IXEUFaFaObcnz0v1ZLAN9eSeT2SSPCyykZiN5JamkOA8R5iqoM+AyW7O2o6ctDQ5H0+kaIE0p8yjEgPPnJrrpJ4JXndw6pRuwmCvwVK3SOsW5kiNurTi/7DAONzBW/1qqd+5sBBCDSQE1eIlmmzsN2P2hI2hTdsTErGRwTgTBkMzcAK95ZZbPBPce46/tVeIVpaxRaxlEmxj6YKoxnYFfSauDUc2OUrXcwbD+HA7GAcxZiwwKwfvRhiHaK+ToSusC43Pl/rDTzgB9wlodXIK1QotnltytGZMp3cXm3zuyUq4LBUcG5l8DlQx9/qKNuRTZ+xjy4XiHn8uTxf/USrSjmfWBN2b1cRf3Z5Ws5US18qJAYSDoHnzW6GNS1ScdpB6ayAP9hORkMxfJeQk5CQwOxF8Vb/3YYdV9O4dOBGog7Df4vtNp0lCrvGKkRmAm3B52boDCY9g/HJsKrqHZDq13JzGasagaxlMnle3yTllvXefNJg4z1kF1ZA6wOJZ072CpxVTN9E7pftWXUAPbEmCXwf+1ltvAezY49qM9ViNMA4XgB1hbOG0Q9Q4SKIDzdnsLOQna9v2eyedBDEEMOJSZsmREOe7SfjtLryxHv4RD9lkzEyCi9Xa6aGa2VitMxQmz/viiy8KsEn09fTTTyf81UiDCKpwHPAdkATO8Yi5F8/5f+SRR8RDlofyZHCcgnbSUCDdcccdBG3GNlChjY3qaAc9lpMbiUVgVuK6kyoujEQHNd8hcGvi93EjRpSUlir2Wwh1EurJ1Jy7MIEJiZdSHXmuKssygFNoTtMRblU6Q2GiUABvGPx5ucgpsVEmT38By5zEw+udeuqp7kDDoV0S1DEqT/98pyw3flSzAxE4YiJd2A4oTMB2oK5KK2aBZWwCc5BGay5l+s7Sj91+4EALoU5OPZmaT5flm9h4qWiZ8MT27kk5OGxd30RwkPYURD3b9KwQ7Zx4NuhSAQ48Nu1GZJvw3meccYZtX5zr7M9wgvz5y1/+0nLKURSjV5qqEK0W4Pk/wplkd4HZxTM00qHNlkFA733yaadxypxFok5mQs0sueiZExsvFW1WE44KjmIZxFcVQj1mzBi9DUSGq6++2rxVT8u/bVNgoxn2DtV1osQEkkY5nXyWJolNIPokLSJVGh4t5pOoajaqr6MUmD1gbLE/OyQkU74oPMuZo0cXd+Hk7HxQLarvZEiQ4DmlLgJkYuOlDBMqqQFHuwt4PqlLBbKdRA7PPMsX7zo2wGBZpOt4Rh7VvcTqcBqUeQiHbeOcBEDkqVO/flqtsgITRXDhhReC7Ri6VHy4PTUOceb2viiB0Vn0XmqnsPiuKNWapX56RsYZ3/9+eUWFEGoeSmzUSS5Ry4tx0TMnSgWNDgYDx6RJk6JagqiIoqofW2X4UuILbKMpkZZNgjHpF2SanA5rO0JJLZIobx/PSUDLhddmtDusNAs2OYD9zjvvdOnFj2pJ4o+dEHKNxhWBfty4cTEwM7bqaIveK0y1plmYg3oyAbeDwNzYfrBWaDMI/J+jdioHDICy8SBio24tkGbwzLzTS3L5yXP1UIHYY0k7x5Ll5Ualv43hvD6TIbFTUFjZaHNee+01CTRwOs2bBn/6058Se+ySU5FHI3NwnCHWkpmErYGDIhmeiaLO5GGd6vA4hFthezJPYw6eyayKn9gll1zi3rWPVCcqexHe4Ozo4meGNzgntqORa8SbwUMo8dW/jkJpDNUXGpAV1viTfoNL/fDWgq2o+j7fyHPOOXr4cGKVwQCCKJuUxZoVj97S4LmTtwqoxhMhtvGxud9zzz2x3dsUd+HsiB2LIuGHrHIUxYQuEgXB626KHpunTUDHo3FUK061fCfcXfXL5kLhAHk2Qawhho/pk7REeiSmpEkgwgsjOAkNIff6eaiez6mDthHG7rAM4VMcRKzIV61oMJZq/JcJ4z1q1NCjjgLS8N5AWnl9twre23M+46wQM6rBDOBpapIV59OlbredAb+vFVYfzAnqXFuEUrRNgASGbfjw4aQ4RYVmLmmHGbqkz3BO282+bYnBinA7sWjUkR1+dNFFRx1zjA5podLKlHXQUuk4VzyBeilIxzmHLXV7uuQlDpLHQEpgSBwgF5wjdQMSvNKxcOCOR4SmCUMePOJNHfUW4rrpxv8v0J98CZJceXp1UePSg/Xl11B9ASoHcVxw6aX9+vdH/IPxZjNS6b6TzTm0pd4u/c6ZMwffwWgHgIoVS2e0d6XqJ8kM+M9/FWqqaKrixiUPIWHZ8Prw5MjbOOVNmTIF9R1Mu/sDCB9uFYAbLzTuIxaW254J1xrz109LO/qYY0acfjp4hq0Q9VhyJhts8df81FNPIXmaDwOdMznuYovuMu8lVbNJZyCIaulDYRtgKxWaymEm8jYIJ5Rk2rRps2bNwlnPZXBhAraDwCyysUV5ppH2cNVaYFPAFXTk2Wf36dtX8CzeJioqK0WlLW/EU66GzWZPxIiKD9Lxxx/fnAbqJl3ZB3PjYajWgS1aNDTkkixFsC2kG3iDbVIsYJAg/bqeJsUyleZ6LxfluSL4KMNOHDGC00JQiWHMEDwr3ZjI0kkVlXUwL6zUs7fgDFhRrYAtX5R6XHKbgW2C0ST9KNgW5pwTDzn6mIx2kc7ojUy4saFLse2KgJPoAMqM4erwI46AqkhuE/AsfiZ6iu8UpFtwJaW6Tp4ZsEG1hRsXPbTw5ACbIofyCLyh3kLA+cTORjokAkQRv1UkquLDjQRmTU+Guo4AaVzhjxw8uKi4GB4bGEsBzHIKhyQt0n1CUxrv5FlbqZG01Aw4olrHtqLbwpPLGT3Clgv1lqJ/R1sODQfn2Lqh4QjkkH53gRl8kuW3a0lJ17Ky3r16VfTqJQkPJJU3NFmQrA61FNcxsWApBr6l5jHVb2oGkmcGPFDthG3Rkwtbrgg4qAbqAng++VWK1CTbIdiWvODcxkVsaFBbUNohNxchGdWXHK+hoGv5LifUitVNLHAKz8K3J8+0pkaSmoEWnAEjVEdiW4ncAm/BraXIdakgDDxFBHU5z0OgqCzkYh5XhT/1Ipy2EGedPsvYUpBuwTWU6jrZZiAKVNtiW+AtWJWiMMwXdV3q6JBWqBZgCwVW3i/yRWDsAuYUnpNtPaXGkwwzEDWqLdgWkVsvAl1RsCnMC3EWYKvK0pQ64F6hVxhsVZzE5hR9ToYFlBpDEs5AjKhWT2JxINV91Cxot/ypWtCdVXXu2l0BloJ0Ei6m1JCSZAb+H6WRbpWsNHI+AAAAAElFTkSuQmCC)

MyBatis是支持***普通SQL查询***，***存储过程***和***高级映射***的优秀持久层框架。MyBatis消除了几乎所有的JDBC代码和参数的手工设置以及对结果集的检索封装。MyBatis可以使用简单的XML或注解用于配置和原始映射，将接口和Java的POJO（Plain Old Java Objects，普通的Java对象）映射成数据库中的记录.
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# mybatis快速入门

**编写第一个基于mybaits的测试例子:**

## 2.1. 添加jar包

|  |
| --- |
| **【mybatis】**  mybatis-3.1.1.jar  **【MYSQL驱动包】** mysql-connector-java-5.1.7-bin.jar |

## 2.2. 建库+表

|  |
| --- |
| create database mybatis;  use mybatis;  CREATE TABLE users(id INT PRIMARY KEY AUTO\_INCREMENT, NAME VARCHAR(20), age INT);  INSERT INTO users(NAME, age) VALUES('Tom', 12);  INSERT INTO users(NAME, age) VALUES('Jack', 11); |

## 添加Mybatis的配置文件conf.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <!DOCTYPE configuration PUBLIC "-//mybatis.org//DTD Config 3.0//EN" "http://mybatis.org/dtd/mybatis-3-config.dtd">  <configuration>  <environments default="development">  <environment id="development">  <transactionManager type="JDBC" />  <dataSource type="POOLED">  <property name="driver" value="com.mysql.jdbc.Driver" />  <property name="url" value="jdbc:mysql://localhost:3306/mybatis" />  <property name="username" value="root" />  <property name="password" value="root" />  </dataSource>  </environment>  </environments>  </configuration> |

## 定义表所对应的实体类

|  |
| --- |
| public class User {  private int id;  private String name;  private int age;  //get,set方法  } |

## 定义操作users表的sql映射文件userMapper.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <mapper **namespace**="com.atguigu.mybatis\_test.test1.userMapper">  <select id="getUser" parameterType="int"  resultType="com.atguigu.mybatis\_test.test1.User">  select \* from users where id=#{id}  </select>  </mapper> |

## 在conf.xml文件中注册userMapper.xml文件

|  |
| --- |
| <mappers>  <mapper resource="com/atguigu/mybatis\_test/test1/userMapper.xml"/>  </mappers> |

## 编写测试代码：执行定义的select语句

|  |
| --- |
| public class Test {  public static void main(String[] args) throws IOException {  String resource = "conf.xml";  //加载mybatis的配置文件（它也加载关联的映射文件）  Reader reader = Resources.getResourceAsReader(resource);  //构建sqlSession的工厂  SqlSessionFactory sessionFactory = new SqlSessionFactoryBuilder().build(reader);  //创建能执行映射文件中sql的sqlSession  SqlSession session = sessionFactory.openSession();  //映射sql的标识字符串  String statement = "com.atguigu.mybatis.bean.userMapper"+".selectUser";  //执行查询返回一个唯一user对象的sql  User user = session.selectOne(statement, 1);  System.out.println(user);  }  } |
|  |

# 3. 操作users表的CRUD

## 3.1. XML的实现

### 1). 定义sql映射xml文件：

|  |
| --- |
| <insert id="insertUser" parameterType="com.atguigu.ibatis.bean.User">  insert into users(name, age) values(#{name}, #{age});  </insert>  <delete id="deleteUser" parameterType="int">  delete from users where id=#{id}  </delete>    <update id="updateUser" parameterType="com.atguigu.ibatis.bean.User">  update users set name=#{name},age=#{age} where id=#{id}  </update>    <select id="selectUser" parameterType="int" resultType="com.atguigu.ibatis.bean.User">  select \* from users where id=#{id}  </select>    <select id="selectAllUsers" resultType="com.atguigu.ibatis.bean.User">  select \* from users  </select> |

### 2). 在config.xml中注册这个映射文件

|  |
| --- |
| <mapper resource=" com/atguigu/ibatis/bean/userMapper.xml"/> |

### 3). 在dao中调用：

|  |
| --- |
| public User getUserById(int id) {  SqlSession session = sessionFactory.openSession();  User user = session.selectOne(URI+".selectUser", id);  return user;  } |

## 3.2. 注解的实现

### 1). 定义sql映射的接口

|  |
| --- |
| public interface UserMapper {  @Insert("insert into users(name, age) values(#{name}, #{age})")  public int insertUser(User user);  @Delete("delete from users where id=#{id}")  public int deleteUserById(int id);    @Update("update users set name=#{name},age=#{age} where id=#{id}")  public int updateUser(User user);  @Select("select \* from users where id=#{id}")  public User getUserById(int id);  @Select("select \* from users")  public List<User> getAllUser();  } |

### 2). 在config中注册这个映射接口

|  |
| --- |
| <mapper class="com.atguigu.ibatis.crud.ano.UserMapper"/> |

### 3). 在dao类中调用

|  |
| --- |
| public User getUserById(int id) {  SqlSession session = sessionFactory.openSession();  UserMapper mapper = session.getMapper(UserMapper.class);  User user = mapper.getUserById(id);  return user;  } |

# 4. 几个可以优化的地方

## 4.1. 连接数据库的配置单独放在一个properties文件中

|  |
| --- |
| **## db.properties**  <properties resource="db.properties"/>  <property name="driver" value="${driver}" />  <property name="url" value="${url}" />  <property name="username" value="${username}" />  <property name="password" value="${password}" /> |

## 4.2. 为实体类定义别名,简化sql映射xml文件中的引用

|  |
| --- |
| <typeAliases>  <typeAlias type="com.atguigu.ibatis.bean.User" alias="\_User"/>  </typeAliases> |

## 4.3. 可以在src下加入log4j的配置文件,打印日志信息

|  |
| --- |
| **1. 添加jar:**  log4j-1.2.16.jar  **2.1. log4j.properties(方式一)**  log4j.properties，  log4j.rootLogger=DEBUG, Console  #Console  log4j.appender.Console=org.apache.log4j.ConsoleAppender  log4j.appender.Console.layout=org.apache.log4j.PatternLayout  log4j.appender.Console.layout.ConversionPattern=%d [%t] %-5p [%c] - %m%n  log4j.logger.java.sql.ResultSet=INFO  log4j.logger.org.apache=INFO  log4j.logger.java.sql.Connection=DEBUG  log4j.logger.java.sql.Statement=DEBUG  log4j.logger.java.sql.PreparedStatement=DEBUG  **2.2. log4j.xml(方式二)**  <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE log4j:configuration SYSTEM "log4j.dtd">  <log4j:configuration xmlns:log4j="http://jakarta.apache.org/log4j/">  <appender name="STDOUT" class="org.apache.log4j.ConsoleAppender">  <layout class="org.apache.log4j.PatternLayout">  <param name="ConversionPattern"  value="%-5p %d{MM-dd HH:mm:ss,SSS} %m (%F:%L) \n" />  </layout>  </appender>  <logger name="java.sql">  <level value="debug" />  </logger>  <logger name="org.apache.ibatis">  <level value="debug" />  </logger>  <root>  <level value="debug" />  <appender-ref ref="STDOUT" />  </root>  </log4j:configuration> |

# 5. 解决字段名与实体类属性名不相同的冲突

## 5.1. 准备表和数据：

|  |
| --- |
| CREATE TABLE orders(  order\_id INT PRIMARY KEY AUTO\_INCREMENT,  order\_no VARCHAR(20),  order\_price FLOAT  );  INSERT INTO orders(order\_no, order\_price) VALUES('aaaa', 23);  INSERT INTO orders(order\_no, order\_price) VALUES('bbbb', 33);  INSERT INTO orders(order\_no, order\_price) VALUES('cccc', 22); |

## 5.2. 定义实体类：

|  |
| --- |
| public class Order {  private int id;  private String orderNo;  private float price;  } |

## 5.3. 实现getOrderById(id)的查询：

|  |
| --- |
| **方式一: 通过在sql语句中定义别名**  <select id="selectOrder" parameterType="int" resultType="\_Order">  select order\_id id, order\_no orderNo,order\_price price from orders where order\_id=#{id}  </select>    **方式二: 通过<resultMap>**  <select id="selectOrderResultMap" parameterType="int" resultMap="orderResultMap">  select \* from orders where order\_id=#{id}  </select>  <**resultMap** type="\_Order" id="orderResultMap">  <id property="id" column="order\_id"/>  <result property="orderNo" column="order\_no"/>  <result property="price" column="order\_price"/>  </resultMap> |

# 6.实现关联表查询

## 6.1. 一对一关联

### 1). 提出需求

根据班级id查询班级信息(带老师的信息)

### 2). 创建表和数据

|  |
| --- |
| CREATE TABLE teacher(  t\_id INT PRIMARY KEY AUTO\_INCREMENT,  t\_name VARCHAR(20)  );  CREATE TABLE class(  c\_id INT PRIMARY KEY AUTO\_INCREMENT,  c\_name VARCHAR(20),  teacher\_id INT  );  ALTER TABLE class ADD CONSTRAINT fk\_teacher\_id FOREIGN KEY (teacher\_id) REFERENCES teacher(t\_id);  INSERT INTO teacher(t\_name) VALUES('LS1');  INSERT INTO teacher(t\_name) VALUES('LS2');  INSERT INTO class(c\_name, teacher\_id) VALUES('bj\_a', 1);  INSERT INTO class(c\_name, teacher\_id) VALUES('bj\_b', 2); |

### 3). 定义实体类：

|  |
| --- |
| public class Teacher {  private int id;  private String name;  }  public class Classes {  private int id;  private String name;  private Teacher teacher;  } |

### 4). 定义sql映射文件ClassMapper.xml

|  |
| --- |
| <!--  方式一：**嵌套结果**：使用嵌套结果映射来处理重复的联合结果的子集  封装联表查询的数据(去除重复的数据)  select \* from class c, teacher t where c.teacher\_id=t.t\_id and c.c\_id=1  -->  <select id="getClass" parameterType="int" resultMap="ClassResultMap">  select \* from class c, teacher t where c.teacher\_id=t.t\_id and c.c\_id=#{id}  </select>  <resultMap type="\_Classes" id="ClassResultMap">  <id property="id" column="c\_id"/>  <result property="name" column="c\_name"/>  **<association** property="teacher" **javaType**="\_Teacher">  <id property="id" column="t\_id"/>  <result property="name" column="t\_name"/>  </association>  </resultMap>  <!--  方式二：**嵌套查询**：通过执行另外一个SQL映射语句来返回预期的复杂类型  SELECT \* FROM class WHERE c\_id=1;  SELECT \* FROM teacher WHERE t\_id=1 //1 是上一个查询得到的teacher\_id的值  -->  <select id="getClass2" parameterType="int" resultMap="ClassResultMap2">  select \* from class where c\_id=#{id}  </select>  <resultMap type="\_Classes" id="ClassResultMap2">  <id property="id" column="c\_id"/>  <result property="name" column="c\_name"/>  <association property="teacher" column="teacher\_id" **select**="getTeacher">  </association>  </resultMap>    <select id="getTeacher" parameterType="int" resultType="\_Teacher">  SELECT t\_id id, t\_name name FROM teacher WHERE t\_id=#{id}  </select> |

### 5). 测试

|  |
| --- |
| @Test  public void testOO() {  SqlSession sqlSession = factory.openSession();  Classes c = sqlSession.selectOne("com.atguigu.day03\_mybatis.test5.OOMapper.getClass", 1);  System.out.println(c);  }  @Test  public void testOO2() {  SqlSession sqlSession = factory.openSession();  Classes c = sqlSession.selectOne("com.atguigu.day03\_mybatis.test5.OOMapper.getClass2", 1);  System.out.println(c);  } |
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## 6.2. 一对多关联

### 1). 提出需求

根据classId查询对应的班级信息,包括学生,老师

### 2). 创建表和数据：

|  |
| --- |
| CREATE TABLE student(  s\_id INT PRIMARY KEY AUTO\_INCREMENT,  s\_name VARCHAR(20),  class\_id INT  );  INSERT INTO student(s\_name, class\_id) VALUES('xs\_A', 1);  INSERT INTO student(s\_name, class\_id) VALUES('xs\_B', 1);  INSERT INTO student(s\_name, class\_id) VALUES('xs\_C', 1);  INSERT INTO student(s\_name, class\_id) VALUES('xs\_D', 2);  INSERT INTO student(s\_name, class\_id) VALUES('xs\_E', 2);  INSERT INTO student(s\_name, class\_id) VALUES('xs\_F', 2); |

### 3). 定义实体类：

|  |
| --- |
| public class Student {  private int id;  private String name;  }  public class Classes {  private int id;  private String name;  private Teacher teacher;  private List<Student> students;  } |

### 4). 定义sql映射文件ClassMapper.xml

|  |
| --- |
| <!--  方式一: 嵌套结果: 使用嵌套结果映射来处理重复的联合结果的子集  SELECT \* FROM class c, teacher t,student s WHERE c.teacher\_id=t.t\_id AND c.C\_id=s.class\_id AND c.c\_id=1  -->  <select id="getClass3" parameterType="int" resultMap="ClassResultMap3">  select \* from class c, teacher t,student s where c.teacher\_id=t.t\_id and c.C\_id=s.class\_id and c.c\_id=#{id}  </select>  <resultMap type="\_Classes" id="ClassResultMap3">  <id property="id" column="c\_id"/>  <result property="name" column="c\_name"/>  <association property="teacher" column="teacher\_id" javaType="\_Teacher">  <id property="id" column="t\_id"/>  <result property="name" column="t\_name"/>  </association>  <!-- ofType指定students集合中的对象类型 -->  <**collection** property="students" **ofType**="\_Student">  <id property="id" column="s\_id"/>  <result property="name" column="s\_name"/>  </collection>  </resultMap>  <!--  方式二：嵌套查询：通过执行另外一个SQL映射语句来返回预期的复杂类型  SELECT \* FROM class WHERE c\_id=1;  SELECT \* FROM teacher WHERE t\_id=1 //1 是上一个查询得到的teacher\_id的值  SELECT \* FROM student WHERE class\_id=1 //1是第一个查询得到的c\_id字段的值  -->  <select id="getClass4" parameterType="int" resultMap="ClassResultMap4">  select \* from class where c\_id=#{id}  </select>  <resultMap type="\_Classes" id="ClassResultMap4">  <id property="id" column="c\_id"/>  <result property="name" column="c\_name"/>  <association property="teacher" column="teacher\_id" javaType="\_Teacher" select="getTeacher2"></association>  <**collection** **property**="students" **ofType**="\_Student" **column**="c\_id" **select**="getStudent"></collection>  </resultMap>    <select id="getTeacher2" parameterType="int" resultType="\_Teacher">  SELECT t\_id id, t\_name name FROM teacher WHERE t\_id=#{id}  </select>    <select id="getStudent" parameterType="int" resultType="\_Student">  SELECT s\_id id, s\_name name FROM student WHERE class\_id=#{id}  </select> |

### 5). 测试：

|  |
| --- |
| @Test  public void testOM() {  SqlSession sqlSession = factory.openSession();  Classes c = sqlSession.selectOne("com.atguigu.day03\_mybatis.test5.OOMapper.getClass3", 1);  System.out.println(c);  }  @Test  public void testOM2() {  SqlSession sqlSession = factory.openSession();  Classes c = sqlSession.selectOne("com.atguigu.day03\_mybatis.test5.OOMapper.getClass4", 1);  System.out.println(c);  } |

![](data:image/png;base64,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)

# 7. 动态SQL与模糊查询

## 7.1. 提出需求:

实现多条件查询用户(姓名模糊匹配, 年龄在指定的最小值到最大值之间)

## 7.2. 准备数据表和数据:

|  |
| --- |
| create table d\_user(  id int primary key auto\_increment,  name varchar(10),  age int(3)  );  insert into d\_user(name,age) values('Tom',12);  insert into d\_user(name,age) values('Bob',13);  insert into d\_user(name,age) values('Jack',18); |

## 7.3. ConditionUser(查询条件实体类)

|  |
| --- |
| private String name;  private int minAge;  private int maxAge; |

## 7.4. User(表实体类)

|  |
| --- |
| private int id;  private String name;  private int age; |

## 7.5. userMapper.xml(映射文件)

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <mapper namespace="com.atguigu.day03\_mybatis.test6.userMapper">  <select id="getUser" parameterType="com.atguigu.day03\_mybatis.test6.ConditionUser" resultType="com.atguigu.day03\_mybatis.test6.User">  select \* from d\_user where age>=#{minAge} and age&lt;=#{maxAge}  <if test='name!="%null%"'>and name like #{name}</if>  </select>  </mapper> |
| 补充：  <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <mapper namespace="com.test.java.mybatis.classes">    <!-- 使用动态SQL bind 和 if 并且添加自动修改 -->  <select id="getteacher" parameterType="Teacher" resultMap="resultmap">  <bind name="pattern" value="'%bai%'"/>  select \* from teacher  <trim prefix="where">  <if test="name != null">  t\_name LIKE #{pattern};  </if>  </trim>    </select>    <select id="getteacher1" parameterType="int" resultMap="resultmap">  select \* from teacher where t\_id=#{id};  </select>    <resultMap type="Teacher" id="resultmap">  <id property="id" column="t\_id"/>  <result property="name" column="t\_name"/>  </resultMap>    <update id="updateteacher" parameterType="int" >  update teacher set t\_name='sun' where t\_id=#{id};  </update>  </mapper> |

## 7.6. UserTest(测试)

|  |
| --- |
| public class UserTest {  public static void main(String[] args) throws IOException {    Reader reader = Resources.getResourceAsReader("conf.xml");    SqlSessionFactory sessionFactory = new SqlSessionFactoryBuilder().build(reader);    SqlSession sqlSession = sessionFactory.openSession();    String statement = "com.atguigu.day03\_mybatis.test6.userMapper.getUser";    List<User> list = sqlSession.selectList(statement, new ConditionUser("%a%", 1, 12));    System.out.println(list);  }  } |

## MyBatis中可用的动态SQL标签
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# 8.调用存储过程

## 8.1. 提出需求:

**查询得到男性或女性的数量, 如果传入的是0就女性否则是男性**

## 8.2. 准备数据库表和存储过程:

|  |
| --- |
| create table p\_user(  id int primary key auto\_increment,  name varchar(10),  sex char(2)  );  insert into p\_user(name,sex) values('A',"男");  insert into p\_user(name,sex) values('B',"女");  insert into p\_user(name,sex) values('C',"男");  #创建存储过程(**查询得到男性或女性的数量, 如果传入的是0就女性否则是男性**)  DELIMITER $  CREATE PROCEDURE mybatis.ges\_user\_count(IN sex\_id INT, OUT user\_count INT)  BEGIN  IF sex\_id=0 THEN  SELECT COUNT(\*) FROM mybatis.p\_user WHERE p\_user.sex='女' INTO user\_count;  ELSE  SELECT COUNT(\*) FROM mybatis.p\_user WHERE p\_user.sex='男' INTO user\_count;  END IF;  END  $  #调用存储过程  DELIMITER ;  SET @user\_count = 0;  CALL mybatis.ges\_user\_count(1, @user\_count);  SELECT @user\_count; |

## 8.3. 创建表的实体类

|  |
| --- |
| public class User {  private String id;  private String name;  private String sex;  } |

## 8.4. userMapper.xml

|  |
| --- |
| <mapper namespace=*"com.atguigu.mybatis.test7.userMapper"*>  <!--  查询得到男性或女性的数量, 如果传入的是0就女性否则是男性  CALL mybatis.get\_user\_count(1, @user\_count);  -->  <select id=*"getCount"* statementType=*"CALLABLE"* parameterMap=*"getCountMap"*>  call mybatis.get\_user\_count(?,?)  </select>  <parameterMap type=*"java.util.Map"* id=*"getCountMap"*>  <parameter property=*"sex\_id"* mode=*"IN"* jdbcType=*"INTEGER"*/>  <parameter property=*"user\_count"* mode=*"OUT"* jdbcType=*"INTEGER"*/>  </parameterMap>  </mapper> |

## 8.5. 测试调用:

|  |
| --- |
| Map<String, Integer> paramMap = **new** HashMap<>();  paramMap.put("sex\_id", 0);  session.selectOne(statement, paramMap);    Integer userCount = paramMap.get("user\_count");  System.*out*.println(userCount); |

![](data:image/png;base64,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)

# 9. Mybatis缓存

## 9.1. 理解MyBatis缓存

正如大多数持久层框架一样，MyBatis 同样提供了**一级缓存**和**二级缓存**的支持

|  |
| --- |
| 1. 一级缓存: 基于PerpetualCache 的 HashMap本地缓存，其存储作用域为 **Session**，当 **Session flush 或 close** 之后，该Session中的所有 Cache 就将清空。   2. 二级缓存与一级缓存其机制相同，默认也是采用 PerpetualCache，HashMap存储，不同在于其存储作用域为 **Mapper(Namespace)**，并且**可自定义存储源**，如 Ehcache。  3. 对于缓存数据更新机制，当某一个作用域(一级缓存Session/二级缓存Namespaces)的进行了 C/U/D 操作后，默认该作用域下所有 select 中的缓存将被clear。 |

## 9.2. Mybatis一级缓存

### 1) 提出需求:

根据id查询对应的用户记录对象

### 2). 准备数据库表和数据

|  |
| --- |
| CREATE TABLE c\_user(  id INT PRIMARY KEY AUTO\_INCREMENT,  NAME VARCHAR(20),  age INT  );  INSERT INTO c\_user(NAME, age) VALUES('Tom', 12);  INSERT INTO c\_user(NAME, age) VALUES('Jack', 11); |

### 3). 创建表的实体类

|  |
| --- |
| public class User implements Serializable{  private int id;  private String name;  private int age;  } |

### 4). userMapper.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN" "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <mapper namespace="com.atguigu.mybatis.test8.userMapper">  <select id="getUser" parameterType="int" resultType="\_CUser">  select \* from c\_user where id=#{id}  </select>  <update id="updateUser" parameterType="\_CUser">  update c\_user set  name=#{name}, age=#{age} where id=#{id}  </update>  </mapper> |

### 5). 测试:

|  |
| --- |
| /\*  \* 一级缓存: 也就Session级的缓存(默认开启)  //测试一级缓存 list不会放入缓存,commit（增删改）、刷新操作、clearcache等均能清空缓存  //!!!!!!!!!!!!!!!!!注意：当使用了增删改，但是没有提交时，会自动修改缓存中的数据如下例；  \*/  补充测试代码：  //List<Teacher> list = session.selectList("getteacher", teacher);  /\*Teacher list = session.selectOne("getteacher1", 1);  System.out.println("修改前："+ list);    session.update("updateteacher", 1);    Teacher list1 = session.selectOne("getteacher1", 1);  System.out.println("修改后："+ list1);\*/  List<Teacher> list = session.selectList("getteacher", teacher);  System.out.println("修改前："+ list);    session.update("updateteacher", 1);    List<Teacher> list1 = session.selectList("getteacher1", 1);  System.out.println("修改后："+ list1);      //session.commit();  @Test  public void testCache1() {  SqlSession session = MybatisUtils.getSession();  String statement = "com.atguigu.mybatis.test8.userMapper.getUser";  User user = session.selectOne(statement, 1);  System.out.println(user);    /\*  \* 一级缓存默认就会被使用  \*/  /\*  user = session.selectOne(statement, 1);  System.out.println(user);  \*/    /\*  1. 必须是同一个Session,如果session对象已经close()过了就不可能用了  \*/  /\*  session = MybatisUtils.getSession();  user = session.selectOne(statement, 1);  System.out.println(user);  \*/    /\*  2. 查询条件是一样的  \*/  /\*  user = session.selectOne(statement, 2);  System.out.println(user);  \*/    /\*  3. 没有执行过session.clearCache()清理缓存  \*/  /\*  session.clearCache();  user = session.selectOne(statement, 2);  System.out.println(user);  \*/    /\*  4. 没有执行过增删改的操作(这些操作都会清理缓存)  \*/  /\*  session.update("com.atguigu.mybatis.test8.userMapper.updateUser",  new User(2, "user", 23));  user = session.selectOne(statement, 2);  System.out.println(user);  \*/  } |
|  |

## 9.3. Mybatis二级缓存

### 1). 添加一个<cache>在userMapper.xml中

|  |
| --- |
| <mapper namespace="com.atguigu.mybatis.test8.userMapper">  **<cache/>** |

### 2). 测试

|  |
| --- |
| /\*  \* 测试二级缓存  \*/  @Test  public void testCache2() {  String statement = "com.atguigu.mybatis.test8.userMapper.getUser";  SqlSession session = MybatisUtils.getSession();  User user = session.selectOne(statement, 1);  session.commit();  System.out.println("user="+user);    SqlSession session2 = MybatisUtils.getSession();  user = session2.selectOne(statement, 1);  session.commit();  System.out.println("user2="+user);  } |

### 3). 补充说明

|  |
| --- |
| 1. 映射语句文件中的所有select语句将会被缓存。  2. 映射语句文件中的所有insert，update和delete语句会刷新缓存。  3. 缓存会使用Least Recently Used（LRU，最近最少使用的）算法来收回。  4. 缓存会根据指定的时间间隔来刷新。  5. 缓存会存储1024个对象 |

|  |
| --- |
| <cache  eviction="FIFO" //回收策略为先进先出  flushInterval="60000" //自动刷新时间60s  size="512" //最多缓存512个引用对象  readOnly="true"/> //只读 |

# 10. spring集成mybatis

## 10.1. 添加Jar包

|  |
| --- |
| **【mybatis】**  mybatis-3.2.0.jar  **mybatis-spring-1.1.1.jar**  log4j-1.2.17.jar  **【spring】**  spring-aop-3.2.0.RELEASE.jar  spring-beans-3.2.0.RELEASE.jar  spring-context-3.2.0.RELEASE.jar  spring-core-3.2.0.RELEASE.jar  spring-expression-3.2.0.RELEASE.jar  spring-jdbc-3.2.0.RELEASE.jar  spring-test-3.2.4.RELEASE.jar  spring-tx-3.2.0.RELEASE.jar  aopalliance-1.0.jar  cglib-nodep-2.2.3.jar  commons-logging-1.1.1.jar  **【MYSQL驱动包】**  mysql-connector-java-5.0.4-bin.jar |

## 10.2. 数据库表

|  |
| --- |
| CREATE TABLE s\_user(  user\_id INT AUTO\_INCREMENT PRIMARY KEY,  user\_name VARCHAR(30),  user\_birthday DATE,  user\_salary DOUBLE  ) |

## 10.3. 实体类: User

|  |
| --- |
| **public** **class** User {  **private** **int** id;  **private** String name;  **private** Date birthday;  **private** **double** salary;    //set,get方法  } |

## 10.4. DAO接口: UserMapper (XXXMapper)

|  |
| --- |
| **public** **interface** UserMapper {  **void** save(User user);  **void** update(User user);  **void** delete(**int** id);  User findById(**int** id);  List<User> findAll();  } |

## 10.5. SQL映射文件: userMapper.xml(与接口忽略大小写同名)

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <!DOCTYPE mapper PUBLIC "-//mybatis.org//DTD Mapper 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-mapper.dtd">  <mapper namespace="com.atguigu.mybatis.test9.UserMapper">  <resultMap type="User" id="userResult">  <result column="user\_id" property="id"/>  <result column="user\_name" property="name"/>  <result column="user\_birthday" property="birthday"/>  <result column="user\_salary" property="salary"/>  </resultMap>  <!-- 取得插入数据后的id -->  <insert id="save" keyColumn="user\_id" keyProperty="id" useGeneratedKeys="true">  insert into s\_user(user\_name,user\_birthday,user\_salary)  values(#{name},#{birthday},#{salary})  </insert>  <update id="update">  update s\_user  set user\_name = #{name},  user\_birthday = #{birthday},  user\_salary = #{salary}  where user\_id = #{id}  </update>    <delete id="delete">  delete from s\_user  where user\_id = #{id}  </delete>  <select id="findById" resultMap="userResult">  select \*  from s\_user  where user\_id = #{id}  </select>    <select id="findAll" resultMap="userResult">  select \*  from s\_user  </select>  </mapper> |

## 10.6. spring的配置文件: beans.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <beans xmlns="http://www.springframework.org/schema/beans"  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  xmlns:p="http://www.springframework.org/schema/p"  xmlns:context="http://www.springframework.org/schema/context"  xmlns:tx="http://www.springframework.org/schema/tx"  xsi:schemaLocation="  http://www.springframework.org/schema/beans  http://www.springframework.org/schema/beans/spring-beans-3.2.xsd  http://www.springframework.org/schema/context  http://www.springframework.org/schema/context/spring-context-3.2.xsd  http://www.springframework.org/schema/tx  http://www.springframework.org/schema/tx/spring-tx-3.2.xsd">  <!-- 1. 数据源 : DriverManagerDataSource -->  <bean id="dataSource"  class="org.springframework.jdbc.datasource.DriverManagerDataSource">  <property name="driverClassName" value="com.mysql.jdbc.Driver"/>  <property name="url" value="jdbc:mysql://localhost:3306/mybatis"/>  <property name="username" value="root"/>  <property name="password" value="root"/>  </bean>    <!--  2. mybatis的SqlSession的工厂: SqlSessionFactoryBean  dataSource / typeAliasesPackage  -->  <bean id="sqlSessionFactory" class="org.mybatis.spring.SqlSessionFactoryBean">  <property name="dataSource" ref="dataSource"/>  <property name="typeAliasesPackage" value="com.atuigu.spring\_mybatis2.domain"/>  </bean>  <!--  3. mybatis自动扫描加载Sql映射文件 : MapperScannerConfigurer  sqlSessionFactory / basePackage  -->  <bean class="org.mybatis.spring.mapper.MapperScannerConfigurer">  <property name="basePackage" value="com.atuigu.spring\_mybatis2.mapper"/>  <property name="sqlSessionFactory" ref="sqlSessionFactory"/>  </bean>    <!-- 4. 事务管理 : DataSourceTransactionManager -->  <bean id="txManager" class="org.springframework.jdbc.datasource.DataSourceTransactionManager">  <property name="dataSource" ref="dataSource"/>  </bean>  <!-- 5. 使用声明式事务 -->  <tx:annotation-driven transaction-manager="txManager" />    </beans> |

## 10.7. mybatis的配置文件: mybatis-config.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" ?>  <!DOCTYPE configuration  PUBLIC "-//mybatis.org//DTD Config 3.0//EN"  "http://mybatis.org/dtd/mybatis-3-config.dtd">  <configuration>  <!-- Spring整合myBatis后，这个配置文件基本可以不要了-->  <!-- 设置外部配置文件 -->  <!-- 设置类别名 -->  <!-- 设置数据库连接环境 -->  <!-- 映射文件 -->  </configuration> |

## 10.8. 测试

|  |
| --- |
| @RunWith(SpringJUnit4ClassRunner.**class**) //使用Springtest测试框架  @ContextConfiguration("/beans.xml") //加载配置  **public** **class** SMTest {  @Autowired //注入  **private** UserMapper userMapper;  @Test  **public** **void** save() {  User user = **new** User();  user.setBirthday(**new** Date());  user.setName("marry");  user.setSalary(300);  userMapper.save(user);  System.*out*.println(user.getId());  }  @Test  **public** **void** update() {  User user = userMapper.findById(2);  user.setSalary(2000);  userMapper.update(user);  }  @Test  **public** **void** delete() {  userMapper.delete(3);  }  @Test  **public** **void** findById() {  User user = userMapper.findById(1);  System.*out*.println(user);  }  @Test  **public** **void** findAll() {  List<User> users = userMapper.findAll();  System.*out*.println(users);  }  } |